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# INTRODUCTION

ARTISAN BASIC is an extension of MSX BASIC. It is targeted at MSX1 machines with 64Kb memory and a disk system.

The idea for development came after competing in MSX BASIC competition.

<https://www.msxblog.es/concurso-msx-basic-9o-edicion/>

I have always felt that the capabilities of the machine could have been better exploited under BASIC.

The main areas that ARTISAN extension is focusing on are:

* Extended memory support
* Bitmap operations
* Animation support
* Sound player
* Helper functions

Extension loads itself in page 1 at address #4000 and provides several new commands. Following sections will describe main functionality groups and details about each new command are given later. Refer to the table of contents.

|  |  |  |
| --- | --- | --- |
| Version | Date | Description |
| 0.8 |  | Initial version |
| 0.9 | 15.12.2022 | Extension available in two flavors: as commands or DEFUSR calls  ARTINFO command added |
| 0.91 | 8.8.2023 | Added sprite update bit in MEMVRM |
|  |  |  |

# EXTENDED MEMORY SUPPORT

Standard MSX BASIC allows access to 32Kb of memory. In 64Kb systems there is another 32Kb hidden beneath ROM in pages 0 and 1. ARTISAN basic allows memory to be copied to and from this upper 32Kb. Additionally copying to and from VRAM can come from and to this upper 32Kb. Commands from other sections that take memory buffers as parameters can read data from this area of memory. There are also a few commands that allow copying data from and to VRAM.

Commands included are:

* [BOXMEMCPY](#_BOXMEMCPY)
* [BOXMEMVRM](#_BOXMEMVRM)
* [FILRAM](#_FILRAM)
* [FILVRM](#_FILVRM)
* [MEMCPY](#_MEMCPY)
* [MEMVRM](#_MEMVRM)
* [VRMMEM](#_VRMMEM)

Since ARTISAN BASIC code also resides in this upper 32Kb, not all of it is free for use by programs. Memory map is given below:

![Chart
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ARTISAN BASIC does not occupy any memory below &H8000 allowing BASIC programs to have the same amount of free memory for code and variables as without the extension.

# BITMAP OPERATIONS

Several functions are provided to allow working with software sprites and tiling. Software sprites are defined by their data and mask that gets applied to background. Tiling functions allow placing data in a memory buffer or in video memory in a sequential fashion, when you want to apply one pattern over a larger area.

Commands included are:

* [BLIT](#_BLIT)
* [TILERAM](#_TILERAM)
* [TILEVRM](#_TILEVRM)

# ANIMATION SUPPORT

This section allows the creation of animation definitions that execute regularly based on VDP interrupt. Animation definitions allow changing of sprite pattern number, pattern data or changing character data.

To enable sprite animations, sprite handling has been revamped. Instead of PUT SPRITE commands one needs to define an array where sprite data is kept. This is transferred to VRAM on each interrupt.

Additionally grouping of sprites is supported which allow simultaneous moves and animation.

Commands in this section are grouped into several sections:

* Basic sprite handling system
  + [SPRDISABLE](#_SPRDISABLE)
  + [SPRENABLE](#_SPRENABLE)
* Group of sprites handling
  + [SPRGRPMOV](#_SPRGRPMOV)
* Animation definitions
  + [ANIMITEMPAT](#_ANIMITEMPAT)
  + [ANIMITEMPTR](#_ANIMITEMPTR)
  + [ANIMDEF](#_ANIMDEF)
  + [ANIMSPRITE](#_ANIMSPRITE)
  + [ANIMCHAR](#_ANIMCHAR)
  + [AUTOSGAMDEF](#_AUTOSGAMDEF)
* Animation control
  + [ANIMSTART](#_ANIMSTART)
  + [ANIMSTOP](#_ANIMSTOP)
  + [ANIMSTEP](#_ANIMSTEP)
  + [AUTOSGAMSTART](#_AUTOSGAMSTART)
  + [AUTOSGAMSTOP](#_AUTOSGAMSTOP)
  + [SGAM](#_SGAM)
* Animation memory buffers
  + [MAXANIMDEFS](#_MAXANIMDEFS)
  + [MAXANIMITEMS](#_MAXANIMitems)
  + [MAXANIMSPRS](#_MAXANIMSPRS)
  + [MAXAUTOSGAMS](#_MAXAUTOSGAMS)

## New sprite control system

The use of sprites is modified in ARTISAN basic in the following ways:

* Sprite attributes (location, pattern and color) are kept in an integer BASIC array of size (3,31)
* Values from the array are passed to VRAM during vertical blank if indicated by a specified integer variable
* Sprite control system is activated by SPRENABLE command
* When the system is active one should not run any commands that modify VRAM because of possible collision with sprite update
* When the system is active no new variables can be declared as this will cause corruption of the sprite control system

## Animation data memory handling

Defining animations requires some memory usage. This is located directly after the ARTISAN basic code in the segment &H4000-&h7FFF. That is why free memory in this segment depends on how many animations are defined. It is necessary to declare the maximum amount of each type of animation information before the use of definition commands. There are 4 types of definitions:

* Animation item – defines a single state
  + Sprite pattern, color and duration
  + Sprite/character pattern definition pointer and duration
* Animation definition – list of animation items to run
* Sprite/Character animation – link between which sprite/character to animate and with which animation definition
* Automatic Sprite Group Animation and Movement – automatic animation and movement between defined bounds of a sprite group

## BASIC program overall structure

The layout of the program that uses the sprite control system and animations is as follows:

* Declaration of all variables
* Declaration of sprite attributes array and the sprite update variable
  + SU%=0:DIM SA%(3,31)
* Reset of memory buffers for animations by defining zero size
* Resizing of memory buffers to required values
* Obtain free memory location in page 1 using MEMCPY(&H4010,VARPTR(A%),2) where A% was previously defined or using [ARTINFO](#_ARTINFO)
* SPRENABLE (SA%,SU%,0/1,32)
* ON ERROR GOTO definition
* ON STOP GOSUB definition
* Main program
* On end/error/stop run:
  + Stop animations
  + SPRDISABLE

# SOUND PLAYER

ARTISAN basic includes the AKG player from ARKOS tracker

<https://www.julien-nevo.com/arkostracker/>

in version 2.01

Sound data should be exported from the Arkos tracker in binary format. Memory location can be in the first two memory pages.

Commands included in this section are:

* [SNDPLYINI](#_SNDPLYINI)
* [SNDPLYOFF](#_SNDPLYOFF)
* [SNDPLYON](#_SNDPLYON)
* [SNDSFX](#_SNDSFX)

# HELPER FUNCTIONS

This includes various functions that do not belong in previous sections and provide various functionality.

Commands included here are:

* [ARTINFO](#_ARTINFO)
* [GENCAL](#_GENCAL)
* [COLL](#_COLL)

# BUILDING BINARIES

Code is segmented in several function groups which can be excluded or included. By default, all functions are included.

Flags controlling which sections are included can be found in file main.asm at the beginning.

Additionally, code allows access to functionality via basic CALL command and/or via DEFUSR command.

This is controlled via compiler options

-DBASIC\_EXTENSION=0/1

-DDEFUSR\_EXTENSION=0/1

Unfortunately, both types of access would result in binary that is over 16Kb and thus unusable.

Because of this, by default, two types are provide in the disk image as:

ARTISANE.bin – for BASIC commands

ARTISAND.bin – for DEFUSR access

More information can be found in sections [INFORMATIONAL DATA](#_INFORMATIONAL_DATA) and [APPENDIX A](#_APPENDIX_A_–)

# ALPHABETICAL LIST OF COMMANDS

## ANIMCHAR

Defines single character animation sequence.

Format:

ANIMCHAR (byte ID, integer character\_number, byte animation\_definition\_id, byte cyclic\_flag)

Where ID is between 0 and MAXANIMSPRS-1 value

Character\_number specifies the character to animate (0-767)

Animation\_definition\_id is between 0 and MAXANIMDEFS-1

Cyclic\_flag of 0 means that the animation will run one time only, other values mean a looping animation

Prerequisites:

* MAXANIMSPRS reserved memory for definition
* Animation definition prepared with ANIMDEF

Errors:

* Invalid type if incorrect type passed
* Subscript out of bounds if parameters outside of allowed range

Example:

\_ANIMCHAR(0,255,0,1)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## ANIMDEF

Defines a list of animation items which is later associated with a character or a sprite.

Format:

ANIMDEF (byte ID, byte size, integer[] values)

Where ID is between 0 and MAXANIMDEFS-1 value

Size is number of animation items (1-15)

Values holds animation item IDs that form this animation definition

Prerequisites:

* MAXANIMDEFS reserved memory for definition
* Animation items prepared with ANIMITEMPTR/ANIMITEMPAT

Errors:

* Invalid type if incorrect type passed
* Subscript out of range if ID invalid
* Overflow if size outside 1-15 range
* Index out of bounds if values array smaller than size parameter

Example:

DIM V%(1):V%(0)=0:V%(1)=1

\_ANIMDEF(0,2,V%)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## ANIMITEMPAT

Defines a single animation state where sprite pattern and color are specified. Usable for sprites only.

Format:

ANIMITEMPAT (byte ID, integer ticks, byte pattern, byte color)

Where ID is between 0 and MAXANIMITEMS-1 value

Ticks is number of interrupts that this animation item lasts before stepping over to the next state as defined in animation definition (>0)

Pattern specifies sprite pattern to apply to a sprite

Color specifies the color to apply to a sprite

Prerequisites:

* MAXANIMITEMS reserved memory for definition

Errors:

* Subscript out of range if ID invalid
* Overflow if ticks=0

Example:

\_ANIMITEMPAT(0,4,5,6)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## ANIMITEMPTR

Defines a single animation state where pattern data is specified. Applicable to sprites and characters.

Format:

ANIMITEMPTR (byte ID, integer ticks, integer pointer)

Where ID is between 0 and MAXANIMITEMS-1 value

Ticks is number of interrupts that this animation item lasts before stepping over to the next state as defined in animation definition (>0)

Pointer is a memory location where pattern data is located, can be in pages 0 and 1.

Prerequisites:

* MAXANIMITEMS reserved memory for definition

Errors:

* Subscript out of range if ID invalid
* Overflow if ticks=0

Example:

\_ANIMITEMPTR(1,3,&H2000)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## ANIMSPRITE

Defines single sprite animation sequence.

Format:

ANIMSPRITE (byte ID, integer sprite\_number, byte animation\_definition\_id, byte cyclic\_flag)

Where ID is between 0 and MAXANIMSPRS-1 value

sprite\_number specifies the sprite to animate (0-31)

Animation\_definition\_id is between 0 and MAXANIMDEFS

Cyclic\_flag of 0 means that the animation will run one time only, other values mean a looping animation

Prerequisites:

* MAXANIMSPRS reserved memory for definition
* Animation definition prepared with ANIMDEF

Errors:

* Invalid type if incorrect type passed
* Subscript out of bounds if parameters outside of allowed range

Example:

\_ANIMSPRITE(0,5,0,1)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## ANIMSTART

Starts animation sequence.

Format:

ANIMSTART (byte ID)

or

ANIMSTART (byte item\_number, integer[] sprite\_animations)

Where ID is between 0 and MAXANIMSPRS-1 value

item\_number specifies the number of animations in the array

sprite\_animations array holds animation ids to start simultaneously

Prerequisites:

* Animation definition prepared with ANIMDEF

Errors:

* Invalid type if incorrect type passed
* Subscript out of bounds if parameters outside of allowed range

Example:

\_ANIMSTART(1)

Or

DIM A%(2):A%(0)=0:A%(1)=1:A%(2)=2

\_ANIMSTART(3,A%)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## ANIMSTEP

Manually progresses animation which is not started with ANIMSTART.

Format:

ANIMSTEP (byte ID)

or

ANIMSTEP (byte item\_number, integer[] sprite\_animations)

Where ID is between 0 and MAXANIMSPRS-1 value

item\_number specifies the number of animations in the array

sprite\_animations array holds animation ids to step simultaneously

Prerequisites:

* Animation definition prepared with ANIMDEF

Errors:

* Invalid type if incorrect type passed
* Subscript out of bounds if parameters outside of allowed range

Example:

\_ANIMSTEP(1)

Or

DIM A%(2):A%(0)=0:A%(1)=1:A%(2)=2

\_ANIMSTEP(3,A%)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## ANIMSTOP

Stops animation sequence.

Format:

ANIMSTOP (byte ID)

or

ANIMSTOP (byte item\_number, integer[] sprite\_animations)

Where ID is between 0 and MAXANIMSPRS-1 value

item\_number specifies the number of animations in the array

sprite\_animations array holds animation ids to stop simultaneously

Prerequisites:

* Animation definition prepared with ANIMDEF

Errors:

* Invalid type if incorrect type passed
* Subscript out of bounds if parameters outside of allowed range

Example:

\_ANIMSTOP(1)

Or

DIM A%(2):A%(0)=0:A%(1)=1:A%(2)=2

\_ANIMSTOP(3,A%)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## ARTINFO

Provides information about ARTISAN basic extension. This includes version, flags used to build it and free memory start position in page 1.

Note that this command is always available regardless of how ARTISAN basic was compiled and can be used to test if the extension is installed.

Format:

ARTINFO (int variable version, int variable flags, int variable free\_memory)

Where:

Version is a variable receiving version info in the form as described under [INFORMATIONAL DATA](#_INFORMATIONAL_DATA)

Flags variable holds build flags for the solution as described under [INFORMATIONAL DATA](#_INFORMATIONAL_DATA)

Free\_memory varaiable holds memory location in page 1 where free memory begins.

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

V%=0:F%=0:M%=0

\_ARTINFO(V%,F%,M%)

Sample code:

* AUTOEXEC.BAS

## AUTOSGAMDEF

Defines automatic sprite group animation and movement between specified bounds.

Format:

AUTOSGAMDEF (byte ID, integer variable x, integer variable y, integer minimum, integer maximum, integer delta, integer direction, integer ticks, byte sprite\_group\_size, integer[2][] variable sprite\_group, byte item\_number, integer[] variable sprite\_animations\_negative\_direction, integer[] variable sprite\_animations\_positive\_direction )

Where ID is between 0 and MAXAUTOSGAMS-1 value

X is integer variable that holds horizontal sprite group location

Y is integer variable that holds vertical sprite group location

Minimum is the low range value of possible locations

Maximum is the high range value of possible locations

Delta is the step value for movement

Directions defines horizontal (=0) or vertical (!=0) direction

Ticks is the number of interrupts between sprite group movement and stepping through animations

Sprite\_group\_size defines number of sprites in a sprite group

Sprite\_group is an array describing a sprite group, for details refer to SPRGRPMOV command

Item\_number defines number of animations to step through

Sprite\_animations\_negative\_directions holds animations for when sprite group is going backwards

Sprite\_animations\_positive\_directions holds animations for when sprite group is going forward

Prerequisites:

* MAXAUTOSGAMS reserved memory for definition
* Animations prepared with ANIMSPRITE

Errors:

* Invalid type if incorrect type passed
* Subscript out of range if ID invalid

Example:

DIM AL%(2):AL%(0)=0:AL%(1)=1:AL%(2)=2

DIM AR%(2):AR%(0)=3:AR%(1)=4:AR%(3)=5

DIM SG%(2,1):SG%(0,0)=0:SG%(1,0)=0:SG%(2,0)=0

SG%(0,1)=1:SG%(1,1)=0:SG%(2,1)=0

X%=0:Y%=0

\_AUTOSGAMDEF(0,X%,Y%,0,100,1,0,1,2,SG%,3,AL%,AR%)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## AUTOSGAMSTART

Starts automatic sprite group movement and animation.

Format:

AUTOSGAMSTART (byte ID)

Where ID is between 0 and MAXAUTOSGAMS-1 value

Prerequisites:

* Animation definition prepared with AUTOSGAMDEF

Errors:

* Invalid type if incorrect type passed
* Subscript out of bounds if parameters outside of allowed range

Example:

\_AUTOSGAMSTART(1)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## AUTOSGAMSTOP

Stops automatic sprite group movement and animation.

Format:

AUTOSGAMSTOP (byte ID)

Where ID is between 0 and MAXAUTOSGAMS-1 value

Prerequisites:

* Animation definition prepared with AUTOSGAMDEF

Errors:

* Invalid type if incorrect type passed
* Subscript out of bounds if parameters outside of allowed range

Example:

\_AUTOSGAMSTOP(1)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## BLIT

Command implements software sprite functionality. It applies monochrome object of defined size onto defined memory background with 1 pixel precision. Object is defined with mask and data. Mask will be ANDed with background and then data will be ORed with background. All memory locations can be in pages 0 and 1.

Format:

BLIT (integer x, integer y, integer object\_data\_pointer, integer object\_mask\_pointer, integer width, integer height, integer background\_pointer, integer background\_width)

Where

X is location in the background (>=0)

Y is location in the background (>=0)

Object\_data\_pointer is a memory location where object foreground is defined

Object\_mask\_pointer is a memory location where object mask is defined

Width is object width in characters (8 pixels)

Height is object height in characters (8 pixels)

Background\_pointer is a memory location where background is located

Background\_width is background width in characters (8 pixels)

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

\_BLIT(55,31,&h7000,&h7800,12,5,&h100,32,24)

Sample code:

* DEMO2.BAS
* FONT2.BAS
* GAME.BAS

## BOXMEMCPY

Copies window like data segment from one location into another. Locations can be in pages 0 and 1.
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Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAisAAAIvCAIAAAA6XQxpAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAABzdSURBVHhe7d07VhvJ2wfg5lsLOOB4BfIKYBJHk/4zEULizKEzJxBa2aSOnBitwKzAx4FhL3xV3SWpWxcQIKn68jznzExfSqVuoamf6u1GHD0+PhYAcHD/l/4LAIclgQDIQwIBkIcEAiAPCQRAHhIIgDwkEAB5SCAA8pBAAOQhgQDIQwIBkIcEAiAPCQRAHhIIgDwkEAB5SCAA8pBAAOQhgQDIQwIBkIcEAiAPCQRAHhIIgDwkEAB5SCAA8pBAAOQhgQDIQwIBkIcEAiAPCQRAHhIIgDwkEAB5SCAgm+nF0dHFNK1k8HDz4ejow81DWuXQNibQEcCOpGGFnSrzs25dlsaQzxvzTzEHAjolDqm7mrYcX/56fPx1eZxWu2h8+5jcju+uTuqvTJlQ55O01koSCKAPzj5dj4q77z9TBD3c/O/qbnR9fx+2tpYEAnKrKkVRqhaVGxqVo2rmcxP+HT/Uhw/7sfXiA/+ih+YEqVaoWluIqk+o4vLFdPGIzROt+rNtKnBVvaWW866ahbP5Q8vNtY7qhxUs737K+3dpRteN+V2av61IuwHeLA0rK27H5e5USSo/rYdP7bPFRYGpvhofUzVKmm1rnTSahu2L/ubqLZoHs/I0M2HHYvvScdY0eyuVmxYbytXUVbOf+BTB/FliyzVPsvTkS93PbD7EFpBAwN6lYWVFHDTrw/xivTFuNlbWPaYxwC4aLDddVW+x1NHzD442ju/x4Y0da1rW2tT3huXxbdi34cDmysc0rDvejUfYBqpwQFaxbDQrMJ2cjoq7P/dh6fiff0fF5Ee54+Hn97ti/PEsLq94+Pu7KCbnqa4VLa69xysjZcFuc0HtNeqltJOru7R1jcYx3/9ZOYmzjyFbfv+Nx1aeb7UYTrc4PQn7qleimP6YbDz7RrbcXxfhZHd7rnsmgYA2Or78PC4mX8Jw+mQAVVY+4qfrH+W1kDCHqK4bbXkl5Wkhfk6uivlcY3UeskGZlOukCzcxgsrbCGIA/fvPcUzjMoGfDqC648v/wtEs7kXoAAkEZBU/+M/G1zhPGJ2eVCtxhhCG02kIoNH1p01D8PG797N5xCZn36qkSFOqN6ni8PPLL/CXx7l0BDFc5qc7i6DwGpShFNdD+5hc2wVQJ6UgX5F2A7xZGlZWlBdC5lOYlUsnaXfz8sbKdY1yQ63J/ApKWJi3i12tuUpS3xyXa/0+8Yh5s3KleTQzS70F1XRpsa3RUxQbjEajeu+j8XixvmzllVjpMVpp1SYSCNi7NKysiGNs/TdWlkf8as/y1nKgjebj6qKHoNZ83jJYOwjHBrP2cbnWqL6rof5k5R0Da7tevz1unVvpffl0q9ZrDzxqnHWl1nbN3s1d5XIU/knH1nTkizSAHdk0ziTTi+LsW1pumF106fbXFrCRBAL27pkE2qQMoPe3j996exlk6NyJALTU9OvVczfB0W3mQMDevXIORN+ZAwGQx7ZzIB9hgO0ZQNiGORAAeUggAPKQQADkIYEAyEMCAZCHBAIgDwkEQB4SCIA8JBAAeUggAPKQQADkIYEAyEMCAZCHBAIgDwkEQB4SCIA8JBAAeUggAPKQQADkIYEAyEMCAZCHBAIgDwkEQB4SCIA8JBAAeUggAPKQQADkIYEAyEMCAZCHBAIgDwkEQB4SCIA8JBAAeUggAPKQQADkIYEAyEMCAZCHBAIgDwkEQB4SCIA8siXQw82Ho7qLadoxN71Yvx2AXsg6Bxpd3z9WbseT86MPNw9pRxlP55O0BkAftaQKd/bpelTcff9ZRtDDzf+u7kI63YdtAPRVW64DHb97n5bC8uWvx8dfl8dpFYBeaksCPfz9nZYAGIZ2JFBZdyvGn817AIYjawLdXZ2U98EdnVwV1/eP387SdgAGIGsCLe6Fc9kHYHDach0IgKGRQADk0cYEmn1dwsnVXVFMzstlX40A0DdHj4+PabEpjPppqbSpGcAqAwjbUIXrrfi9ejmnjuVUdvFNSwDLJBCssfzNuctZWn1vbqJGDK8jgaiJ4+qupi09+HKl8W38TYHodnx3dbJ4ZaYX58Vs3+24mJyb68FrSCB4XuOrc8Pqt8XvTy/tArYngfpuUS5KtaJyQ6NuVM18bsK/41/ESN9UUf/AH9cr9c/6tULV2jJUfUIVly+mi0dsnjPUn21TeavqLbWcd9UsnM0fWm6udVQ/rGB591Pev9s4o3tiF7BRKiWsSLtn0la643Zc/uRSJan8UxfVl1CUi4sCU301Pqb2TRXLbWudNJqG7Yv+5uotmgez8jQzYcdi+9Jx1jR7K5WbFhvK1dRVs5/4FMH8WWLLNU+y9ORL3dfUXxMW4g+oJm2FJgnUW3HQrI+Mi/XG6NpYWfeYxri7aLDcdFW9xVJHzz84WkqBhfjwxo41LWtt6nvD8vg27NtwYHPlYxqax1vfv+7xg5dem5m0FZpU4XqtXhs6OR0Vd3/uw9LxP/+OismPsvL08PP7XTH+uP5LYcu/mZF+J7iy+MO18fJHWbDbXFB7jXoprfyV5E0ax3z/Z+Ukzj6GbPn9Nx5beb7VYjjd4vQk7KteiWL6Y7Lx7BvRcn9dhJNdnGt5n0Xa8zu8Qrt9FWAgJNAQHV9+HheTL2HQfDKAKiuf8NP9bdUYXN4kFtJiyyspTwvxU31NemV1HrLBxr8ulRI4RlB5r0AMoH//OY5pXCbw0wFUd3z5XziadTccpD1XX3fxCsCwSKBeqz74V+I8YXR6Uq3EGUIYTqchgEbXnzYNweVfrq33sersW5UUaUr1JlUcvuKvRJXHuXQEMVzmpzuLoPAalKEU10P7mFzbBdDz5s8FbC993FyRds+krbmloxmedP4vUV4ImU9hVi6dpN3NyxvlrKPeqtxQazK/ghIW5u1iV82rJKX65rhc6/eJR8yblSvNo5lZ6i2opkuLbY2eothgNBrVex+Nx4v1ZSuvRL3HsFzbVe5ZczbDFl6TurQVmiRQN6Tzf4k4xl7fV0NztDxGVnuWt5bDaTQfYhc9BLXm85bB2nE8Npi1j8tLg/byM5fqT1beMbC26/Xb49a5ld6XT7dqvfbAo8ZZV2ptl/Zu7GXA0kszk7ZCU8e+mXTpqIZjD6//7KKLPw7IHrRzAKFtXAcaqldfdAHYEQnUDTuf/E2/Xj13ExzAfqnCdYY6Bh2iCsc2zIE6Y8jpC/SSBOoSIQT0iQQCIA8J1DGmQUBvSKBuqF/IFUJAP0igznA3EdAzEqiTTIOAHpBAXaIWB/SJBOoYtTigNyRQh5kGAZ3W7W/l2VSV6sFE4enXv2cnS/+0cwChbfozBxrUW9z/z0AP9LMKt/T5q98GdbJAn/Qqgeozg96Py4M6WaCX+jYHUosD6Io+3wunFgfQZj1MILU4gE7o5xxILQ6g/fpchauoxQG0U28TSC0OoOX6PAdSngJos/5X4SqmQQBt0/MEGmwtDqD9+j8HGua4bBoEtN9QqnAVtTiA9hhEAqnFAbTQUOZAanEAbTOsKlxFLQ6gDQaUQGpxAK0yrDmQWhxAewyxCldRiwPIa3AJpBYH0BJDnAOpxQG0wXCrcBW1OIBcBppAanEA2Q13DqQWB5DX0KtwFbU4gMMbdAKpxQFkNPQ5kFocQC6qcAtqcQCHJIHU4gDykECRWhzA4UmgZWpxAIchgRK1OIADk0ALanEAhySB1lOLA9g3CdSgFgdwMBJomVocwGFIoKeoxQHsjwRaY1DTILU4IBcJtN58XB7UzMA0CDgkCfQ8tTiAfZBAG6nFAeyVBHqKWhzA/kigbanFAeyWBHqGWhzAnkig56nFAeyDBHoZtTiAXZFAW1GLA9g5CbQttTiA3ZJAr6EWB/B2EugF1OIAdkgCvYxaHMCuSKDXU4sDeAsJ9GJqcQA7IYFeQy0O4O0k0FupxQG8jgR6JeUpgDeSQDtgGgTwChLo9QY1LpvzATsngd5kmOOyaRCwExJoZ9TiAF5EAr2VWhzA60igHVCLA3gFCbRjanEAW5JAu6EWB/BSEmhn1OIAXkQC7YVaHMCzJNAuqcUBbE8C7ZhaHMCWJNAeqcUBPEEC7Z5aHMA2JNBeqMUBPEsC7Z1aHMBaEmhf1OIAniaB9kgtDuAJEuhA1OIAlkig/VKLA9hEAu2dWhzAWhLooNTiAOYk0CGoxQGskkAHohYHsEQCZaAWBxBIoMNRiwOok0AHpRYHMCeBslGLAwZOAh2aWhxARQJloBYHEEigzNTigMGSQHmoxQFIoGzU4oCBO9o0Di6NFC0ZLgc7fvUgruo/O7Oi3mvnAELbmANxIMYgYIkEIgO1OCCQQBxOfRokhAAJxEGpxQFzHbsTocfmL3jvX+r6W8v7qq8MIGzDHKh1el+eqg9GvT9Z4AkSqC0GNS77RAwEEqhFhjkumwbBYEmgllKLA3pPArWLWhwwHBKoddTigIGQQK2mFgf0mARqI+MyMAQSqKWGU4sTtzBYEqgDBlWLA4ZDArXXMCcHpkEwHBKo1dTigB6TQJ2hFgf0jARqO7U4oK8kUAeoxQ3Uw82H8CqULqZpW1TbHtR2lTtq69OLo6MPNw/z5Ytp/Hcw21jvabatlNqVGjtglyRQx4QBIS31lFrczPTi5Kq4vg8vyOPj/emXWbCEbDi5en9bbg5ux5PzrTNicn5elI/8dXlcxs/iGR7v//3+v6qbGEupXdx+XVydCCH2QwJ1QxgJ0pJa3BAdX/76dhYXHm6+TIrxbbUSnX27HRd3V1/rc6TN6o98+Pn9bnT9X8yiKDxFmUvF9OvVXa3d8eXn8ATff4og9kACdUY9hPptmHG74uzT9eju6qRZBbv/c1eMP85TJDr7OC6K33+3SYj6I2MAFe/fpfxZePj7O06Wwgs/cz5Ju2DXJFAnhWEhLfXUcOL2CWFWEl6H23EZQ9XlnTIe1lkTJW8xnlf5kmp6BDsmgbokjARpSS1uMM6+xWsxo2LyI0TQ8bv3YYISlxamPybF6PQkLpa7t1S2XTN12rQd9kACdUw9hPptmHG7ML1Y3NUWa29VyMTSXDE5X9zvNr04nxTjz2mKcnIa9n6pqnahgyfrZ1WVL919EK8wfajKfUvby47cicCexBn2Omn3TNpKC6QfSSlt6q90noN8B96O07kHjbJYfUcxmt3MVonTpfmOuDLbHx+0UlxbtG52VN++/AzbSY+dSVuh6Sj8k94jTUufOjc1I4v6T6ffP5rhnGnPGEDYhipcJw3n/+f6mQ6xFge9JoE6r/fjso/P0FcSqKuGOTkwDYI+kUAdphYHdJoE6gm1OKBzJFC3qcUB3SWBOk8tDugoCdQranFAh0igPlCLA7pIAvWEWhzQORKoh9TigE6QQP2hFgd0iwTqFbU4oEMkUG+pxQEtJ4H6Ri0O6AoJ1ENqcUAnSKCeU4sDWksC9ZNaHNB+Eqi31OKAljvaNE75PxnYFcVS1jIHAiAPCQRAHhIIgDwkEAB5bLwTgZ6Z31rS+594/SYab29oM3Ogwen9XY5SB7pCAg1FfVwezq32fqkA2kwCDchwJgfDjFvoHAk0UMZlIDsJNCzDmRyYBkH7SaDBGWYtDmghCTRow5kcmAZBC0mgIVKLA9pAAg2UWhyQnQRCLQ7IQwINl1ockJcEGjS1OCAjCUSiFgccmAQaOrU4IBcJhFockIcEokEtDjgYCUSkFgccngQiUYsDDkwCsYZaHHAAEogFtTjgkCQQDWpxwMFIIDZSiwP2SgKxTC0OOAwJxBpqccABSCCeoRYH7IkEYj21OGDfJBAbqcUBeyWB2IpaHLBzEoinqMUB+yOBeIZaHLAnEogXUIsDdkgC8bxhToOEEOybBGIr86G59+OyWhwcjATixdTigJ2QQGxLLQ7YLQnEC6jFATskgXgltTjgjSQQL6MWB+yKBOLF1OKAnZBAvIlaHPBqEojXUIsD3k4C8UpqccAbSSB2QC0OeAUJxOupxQFvIYF4E7U4tjS9ODq6mKaVDB5uPhwdfbh5SKu0ggRiZ9TiYE/K/KxbytKY73M5g/6FJBBvpRbHvsRxdVfTluPLX4+Pvy6P02oXjW/DW7B0O767Opm/MiGezovZvttxMTnvTAhJIHYgvO+rhd6Py/MzhYzOPl2PirvvP6sIiuH67axcTLuK33+7UW6UQOzYcCYHpkGvsSgXpY/p5YbGR/Zq5nMT/n0+KYrwYT+2XkyF6gWn+gSpVqhaOwOoT6ji8sV08YjNE636s22aWVS9pZb1mUm5oTJ/aLm51lH9sILl3U95/67LM7pKOW+jddKPBzolvX3XuR2XLVIl6T5+UB9d388WFwWm+mp8TNUoabatddJoGrYv+purt2gezMrTzIQdi+1Lx1nT7K1UblpsKFdTV81+4lME82eJLdc8ydKTL3Xf8NS+1pFALRXeQ9A56e27ThwY68P8Yr0xujZW1j2mMbYuGiw3XVVvsdTR8w+ONkZQfHhjx5qWtTb1vWF5fBv2bTiwufIxDRuOt3ye58+lLVThgEOpl41OTkfF3Z/7sHT8z7+jYvKjrDw9/Px+V4w/zi5qND38/V3Ey+wLsUxXiZc/yoLd5oLaa9RLaSdXd2nrGo1jvv+zchJnH0M0VFdnyvOtFsPpFqcnYV/1ShTTH5ONZ9+IpvvrIpzsyrlOL8IrMrr+rzM3XEggILPjy8/jYvIlDKdPBlBlZYaQ7m8r73ULU4DqutGWV1KeFuLn5KqYzydW5yEblEm5TkrgGEHlbQQxgP795zimcZnATwdQ3fHlf+Fo5vcilKYXIZHD9KdLN/xJIOBQ6ndoxXnC6PSkWokzhDCcTkMAja4/bRqCj9+9f+4ur7NvVVKkKdWbVHH4+eXjeXmcS0cQw2V+urMICq9BGUpxPbSPybVdAK0q4yfEc9fuN0/pTsukHw90Snr7rlNeoJhPYWqXRSppd/MSRv2KSancUGsSHlWthYV5u9jVmish9c1xudbvE4+YNytXmkczs9RbUE2XFtsaPUWxwWg0qvc+Go8X68tWXolGj8tP1x0SqKXC+wk6J71914lj7PV9NVZGyyN+tWd5aznQRvPhddFDUGs+bxmsHYtjg1n7uFxrVN/VUH+y8o6BtV2v3x63zq30vny6Veu1Bx41zrqyaNt4ppm159M6R+GfdMC0yZHfNaGD3jCezC66dPtrC3gZ14GAFnj1RRe6TAIB+U2/Xj13Exw9pArXUqpwdJHxhBcxBwIgDwkEQB4SCIA8JBAAeUggAPKQQADk4W7sllq6G7sfP6b6SfX7jTfMMw2MJ7yIORCHM5zhyUAM25BA5DGcX7kdzpnCS0kgDqo+Oej30DycM4VXk0AcmlocUJFA5KQWB0MmgchALQ4IJBB5qMUBEoj81OJgmCQQ2ajFwcBJIHJSi4Mhk0C0hVocDI0EIjO1OBgsCUR+anEwTBKIdlGLg+GQQLSCWhwMkASiLdTiYGgkEG2kFgdDIIFoEbU4GBQJRLuoxcFwSCDaSy0O+k0C0TpqcTAQEog2UouDIZBAtJ1aHPSVBKKl1OKg9yQQ7aUWB/0mgegGtTjoHwlEq6nFQY9JINpOLQ76SgLRJWpx0CcSiA5Qi4NekkB0gwoV9I8EontMg6AfJBCdMcxaHPSYBKJLBjg0mwbRYxKIrlKLg66TQHSMWhz0hgSie9TioB8kEN2mFgfdJYHoJLU46AEJRFepxUHXSSD6QC0OukgCkcfDzYcwmC5cTNOOaHqRtkaNPU1qcdBpEoh8Rtf3YWSNbseT86MPNw9xa8im8+J2vqMIe7YMoYHod9YyKBKINjj7dD0q7r7/jBF0fPnr8dtZtb3aUfz+W2bTc4YzDRJC9IMEohWO371PSy83nKF5gBM++k0C0QoPf3+npSX3f+6K4v2747S6gVocdJEEogUebv53dVeMP18uB8304nxSjK4/zYpy21CLg66QQORzd3USBtHg5Kq4vl9c/JlJ+fPfSjCtoxYHnSOByGdxL9zjrzXTn6PzSWixumej0E9aGox+Zy29J4FoozJ+ivHtC+JnSTm36q10kqW0SRTRQRKI1om/EBTjZ7Us97wBToOguyQQbTP9enUX/jM5Tx/tS+m3VYE+OfKZsZ3CoJuWSn5M21t66YYjy5vEG5W3MAcCIA8JBEAeEgiAPCQQAHlIIADykEAA5CGBAMhDAgGQhwQCIA8JBEAeEgiAPCQQAHn4ZtKW8oWPrzacl64NZ+qNyluYAwGQhwQCIA8JBEAeEgiAPCQQAHlIIADykEAA5CGBAMhDAgGQhwQCIA8JBEAeEgiAPCQQAHlIIADykEAA5CGBAMhDAgGQhwQCIA8JBEAeEgiAPCQQAHlIIADykEAA5CGBAMhDAgGQhwQCIA8JBEAeEgiAPCQQAHlIIADykEAA5CGBAMhDAgGQhwQCIA8JBEAeEgiAPCQQAHlIIADykEAA5CGBAMhDAgGQhwQCIA8JBEAeEgiAPCQQAHlIIADykEAA5CGBAMhDAgGQhwQCIA8JBEAeEgiAPCQQAHlIIADykEAA5CGBAMhDAgGQhwQCIA8JBEAeEgiAPCQQAHlIIADykEAA5CGBAMhDAgGQhwQCIA8JBEAeEgiAPCQQAHlIIADykEAA5CGBAMhDAgGQhwQCIA8JBEAeEgiAPCQQAHlIIADykEAA5CGBAMhDAgGQhwQCIA8JBEAeEgiAPCQQAHlIIADykEAA5CGBAMhDAgGQhwQCII+jx8fHtEibHB0dpaWSH9P2ll664cjyJvFG5S3MgQDIQwIBkIcEAiAPCQRAHu5EaCkXeOkEb1TewhwIgDwkEAB5SCAA8pBAAOQhgQDIQwIBkIcEAiAPCQRAHhIIgDwkEAB5SCAA8pBAAOQhgQDIQwIBkIcEAiAPCQQ7ML04Ovpw85DW3ujh5sMOe6vso094KwkEQB4SCHJbnkAdX/56fPx1eZxWX2UffcKuSSAA8pBA8EpxmlG5mKZNc4t9zalIeTmmUj0oNjyfFMXd1UncWLWtT2Di8sV08bh6b83nmR/Gs31GtSMJ6mfw9DPCDkkgeI0wTJ9PxreP0f3plzjgz8Sx+7yodoWd18XVSRrEpxcnV8X1fbX99Esc9s++PT7ejotiVG1eXyebnJ/8+Vw+6nZ8d/W/WSKEY/hyWvUWn2c0Oa+C5Pk+wyNPrt7PDjE0npw3g2bDM8JuSSB4hemPSRjgP52VK8eXv+KAn0y/Xt2Nb79Vu+LOz+Pi7vvP5TE8PGje5jkh6VLbs4+1zkLSLNLl+J9/R8XkR20us9HDzZdJ6HPx9GffwvHfXX1dPHjDM8JuSSB4uYe/v4vi/bt185VyV5hSLCzmR2efrkdlaWxXha16Ke3k6i5tfc79n7ti/LERfzFnit9/5QyHJYFg91J5biHNVco70srCVrxCU7/48gohfhZFvbIMl3Y8o8zIddZHKuyPBIKXO373ftOU4YldM/E6TcyL7Wpmmzz8/B6mMp9ffoN1eYRLz11WFU9P0hociASCVyivjswunJR3JZRLUVVqq128D7urqltYmE97YiVsNuSfnI6Kuz/35fL2mkESb3KoV+Ge6jMeYTG7bSGaXoTjf02YwdtIIHiNs2/lzWflFZgvp/f1Etjx5a/yBrhyXxB2V0W4s2+3xewCUbyRbnYbQXmzQtXXSwpz9UOIN9/V7oZ4ps9YDCzvf0vOf1/fz+48gAM6enx8TIu0SRgW0lLJj4l28kblLcyBAMhDAgGQhwQCIA8JBEAeEgiAPCQQAHlIIADykEAA5CGBAMhDAgGQhwQCIA/fC9dSS1+3BZ1gPOFFzIEAyEMCAZCHBAIgDwkEQB7uRAAgD3MgAPKQQADkIYEAyEMCAZCHBAIgDwkEQB4SCIA8JBAAeUggAPKQQADkIYEAyEMCAZBDUfw/nAr1UxkKzd0AAAAASUVORK5CYII=)

Format:

BOXMEMCPY (integer P1, integer B3, integer number\_of\_rows, integer B1, integer P2, integer B2)

Where

P1 is memory location where source data begins

B3 is number of bytes in a single row of source data

Number\_of\_row is number of rows of source data

B1 is number of bytes of a source window row

P2 is memory location where to copy data

B2 is number of bytes of destination window row

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

\_BOXMEMCPY(&H1000,80,256,5,&H7000,80)

Sample code:

* DEMO2.BAS

## BOXMEMVRM

Copies window like data segment from one location in RAM into another in VRAM. Source location can be in pages 0 and 1. Command parameters are the same as for BOXMEMCPY. B2 value should be 256 for SCREEN 2 mode.

Format:

BOXMEMVRM (integer P1, integer B3, integer number\_of\_rows, integer B1, integer P2, integer B2)

Where

P1 is memory location where source data begins

B3 is number of bytes in a single row of source data

Number\_of\_row is number of rows of source data

B1 is number of bytes of a source window row

P2 is memory location where to copy data

B2 is number of bytes of destination window row

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

\_BOXMEMVRM(&H1000,80,256,5,BASE(12),256)

Sample code:

* DEMO2.BAS

## COLL

Collision detection between one rectangular object and a list of other rectangular objects.

Format:

COLL (integer variable result, integer x, integer y, integer width, integer height, integer list\_size, integer[7][] objects)

Where

Result is an integer variable where the result is stored, -1 if no collision, 0..list\_size-1 if collision

X is horizontal location of upper left edge

Y is vertical location of upper left edge

Width is the last column of an object, for a 16x16 sprite this is 15

Height is the last row of an object, for a 16x16 sprite this is 15

List\_size is the number of objects to check collision agains and stored in objects variable

Objects is a two dimensional array that describes collidable objects. These can either be static or sprites. For of a single array element is:

(0,n) – active flag, if 0 collision will not be checked

(1,n) – is horizontal location of upper left edge OR sprite ID depending on (7,n)

(2,n) – is horizontal location of upper left edge OR not used depending on (7,n)

(3,n) – horizontal offset where actual object begins, for example if a sprite pattern does not actually begin at (0,0)

(4,n) – vertical offset where actual object begins, for example if a sprite pattern does not actually begin at (0,0)

(5,n) – width or the last column of the object

(6,n) – height or the last row of the object

(7,n) – type, 0=generic, <>0 sprite

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed
* Subscript out of bounds if parameters outside of allowed range

Example:

(X% and Y% already defined)

R%=0:DIM O%(7,1)

O%(0,0)=1:O%(1,0)=100:O%(2,0)=80:O%(3,0)=0:O%(4,0)=0:O%(5,0)=9:O%(6,0)=9:O%(7,0)=0

O%(0,1)=1:O%(1,1)=31:O%(3,1)=4:O%(4,1)=4:O%(5,1)=5:O%(6,1)=5:O%(7,1)=1

\_COLL(R%,X%,Y%,15,15,2,o%)

Sample code:

* COLLTEST.BAS
* GAME.BAS

## FILRAM

Fills memory block with a specified value. Can be used for pages 0 and 1.

Format:

FILRAM (integer address, integer count, byte value)

Where

Address is the starting memory block location

Count is the number of bytes to write

Value is the number to fill the block with

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

\_FILRAM (&h1000,1024,0)

Sample code:

* None

## FILVRM

Fills video memory block with a specified value.

Format:

FILVRM (integer address, integer count, byte value)

Where

Address is the starting video memory block location

Count is the number of bytes to write

Value is the number to fill the block with

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

\_FILVRM (BASE(12),6144,0)

Sample code:

* BLIT.BAS
* FONT2.BAS

## GENCAL

Generic assembly call. Allows specifying registers AF, BC, DE, HL, IX and IY before calling specified address. Resulting register values are store back in the input array. Routine does not put RAM in pages 0 and 1 so one can call BIOS routines.

Format:

GENCAL (integer address, integer[5] registers)

Where

Address is the location of the routine to call

Registers in an array holding input and output register values. Order of registers in the array is: AF, BC, DE, HL, IX , IY

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed
* Subscript out of bounds if register array too short

Example:

REM COPY MSX FONT TO VRAM IN SCREEN 2

DIM R%(5)

R%(1)=2048:R%(2)=256\*PEEK(5)+PEEK(4):R%(3)=BASE(12)

\_GENCAL(&H5C,R%)

Sample code:

* COLLTEST.BAS

## MAXANIMDEFS

Allocates or deallocates memory for animation definitions.

Each definition consumes 16 bytes.

Format:

MAXANIMDEFS (integer number)

Where

Number is the maximum number of animation definitions.

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

\_MAXANIMDEFS(5)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## MAXANIMITEMS

Allocates or deallocates memory for animation items.

Each definition consumes 5 bytes.

Format:

MAXANIMITEMS (integer number)

Where

Number is the maximum number of animation items.

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

\_MAXANIMITEMS(5)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## MAXANIMSPRS

Allocates or deallocates memory for sprite or character animations.

Each definition consumes 8 bytes.

Format:

MAXANIMSPRS (integer number)

Where

Number is the maximum number of sprite or character animations.

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

\_MAXANIMSPRS(5)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## MAXAUTOSGAMS

Allocates or deallocates memory for automatic sprite group animation and movement definitions.

Each definition consumes 24 bytes.

Format:

MAXAUTOSGAMS (integer number)

Where

Number is the maximum number of automatic sprite group animation and movement definitions.

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

\_MAXAUTOSGAMS(5)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## MEMCPY

Copies a memory block from source to destination address. Can be used for pages 0 and 1.

Format:

MEMCPY (integer source, integer destination, integer count)

Where

source is the memory block location start location

destination is the address where to copy

count is the number to bytes to copy

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

REM GET FREE MEMORY START ADDRESS IN PAGE 1

MB%=0

\_MEMCPY (&H4010, VARPTR(MB%), 2)

Sample code:

* DEMO2.BAS
* GAME.BAS

## MEMVRM

Copies a memory block from source address in RAM to destination address in VRAM. Can be used for pages 0 and 1.

Format:

MEMVRM (integer source, integer destination, integer count, byte flag)

Where

source is the memory block location start location in RAM

destination is the address where to copy in VRAM

count is the number to bytes to copy

flag to wait for vblank to copy data (0=no, >0 yes). If yes then assembler command HALT is issued before data copy. Also if bit 2 is set, and sprite system is active, it will set sprite update flag before HALT command.

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

\_MEMVRM (&H100, BASE(12), 6144,0)

Sample code:

* DEMO2.BAS
* GAME.BAS
* FONT2.BAS

## SGAM

Sprite group animation and movement based on a description of a sprite group and animations.

Format:

SGAM (integer x, integer y, byte sprite\_group\_size, integer[2][] variable sprite\_group, byte item\_number, integer[] variable sprite\_animations )

Where:

X is horizontal sprite group location

Y is vertical sprite group location

Sprite\_group\_size defines number of sprites in a sprite group

Sprite\_group is an array describing a sprite group, for details refer to SPRGRPMOV command

Item\_number defines number of animations to step through

Sprite\_animations holds animation definitions for each sprite of a group

Prerequisites:

* Animations prepared with ANIMSPRITE

Errors:

* Invalid type if incorrect type passed
* Subscript out of range if ID invalid

Example:

DIM AL%(2):AL%(0)=0:AL%(1)=1:AL%(2)=2

DIM SG%(2,1):SG%(0,0)=0:SG%(1,0)=0:SG%(2,0)=0

SG%(0,1)=1:SG%(1,1)=0:SG%(2,1)=0

\_SGAM(50,60,2,SG%,3,AL%)

Sample code:

* ANIMTEST.BAS
* GAME.BAS

## SNDPLYINI

Initializes the sound player with music and optional sound effects data.

Format:

SNDPLYINI (integer music\_data, integer sfx\_data)

Where:

Music\_data is a memory location where music for AKG player is located

Sfx\_data is a memory location where sound effects for AKG player are located, if -1 no sound effects

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

\_SNDPLYINI (&H100, &H1000)

Sample code:

* GAME.BAS

## SNDPLYOFF

Disables sound player and stops any running sounds.

Format:

SNDPLYOFF

Prerequisites:

* None

Errors:

* None

Example:

\_SNDPLYOFF

Sample code:

* GAME.BAS

## SNDPLYON

Starts the music player and disables key click.

Format:

SNDPLYON

Prerequisites:

* Player initialized with SNDPLYINI

Errors:

* Out of data if SNDPLYINI not called

Example:

\_SNDPLYON

Sample code:

* GAME.BAS

## SNDSFX

Plays sound effect on a specified channel.

Format:

SNDSFX (byte sfx\_number, byte channel, byte volume)

Where:

Sfx\_number is the ID of the sound effect (>0)

Channel is the channel number on which to play the effect (0, 1 or 2)

Volume is the inverted volume scale (0-16), where 0 is full volume and 16 is silent

Prerequisites:

* Player initialized with SNDPLYINI and sound effects

Errors:

* Out of data if SNDPLYINI not called with sound effect data specified
* Illegal function call if SNDPLYINI not called at all

Example:

\_SNDSFX (5,0,0)

Sample code:

* GAME.BAS

## SPRDISABLE

Disables sprites system.

Format:

SPRDISABLE

Prerequisites:

* None

Errors:

* None

Example:

\_SPRDISABLE

Sample code:

* GAME.BAS
* SPRITES.BAS
* ANIMTEST.BAS

## SPRENABLE

Initializes the sprite system.

Format:

SPRENABLE (integer[3][] variable sprite\_attributes, integer variable sprite\_update, byte flicker, byte num\_sprites\_handled)

Where:

Sprite\_attributes is an array describing sprite attributes in the form:

(0,n) – y coordinate

(1,n) – x coordinate

(2,n) – pattern

(3,n) - color

Sprite\_update is a variable to trigger VRAM update from sprite\_attributes, when set to <>0 an update will occur, and value set to 0. The use of animations will updates this flag to 1 as needed too.

Flicker <>0 will cause that sprite attributes are not applied to VRAM in the same order as in sprite\_attributes but cyclically effectively alleviating 4 sprites per line limitation.

Num\_sprites\_handled sets how many sprites are updated in each cycle. Use this for performance reasons if you do not work with full 32 sprites. Valid range is 0 <= num\_sprites\_handled <= 32.

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed
* Subscript out of range if incorrectly sized array provided

Example:

DIM SA%(3,31):SU%=0

\_SPRENABLE (SA%, SU%, 1, 32)

Sample code:

* GAME.BAS
* SPRITES.BAS
* ANIMTEST.BAS

## SPRGRPMOV

Command moves a group of sprites at the same time.

Format:

SPRGRPMOV (integer x, integer y, byte sprite\_group\_size, integer[2][] variable sprite\_group )

Where:

X is horizontal sprite group location

Y is vertical sprite group location

Sprite\_group\_size defines number of sprites in a sprite group

Sprite\_group is an array describing a sprite group.

(0,n) – sprite number

(1,n) – DY

(2,n) – DX

Prerequisites:

* Sprite system enabled

Errors:

* Invalid type if incorrect type passed
* Subscript out of range if array too small
* Illegal function call if sprite system disabled

Example:

DIM SG%(2,1):SG%(0,0)=0:SG%(1,0)=0:SG%(2,0)=0

SG%(0,1)=1:SG%(1,1)=0:SG%(2,1)=0

\_SPRGRPMOV(50,60,2,SG%)

Sample code:

* ANIMTEST.BAS
* GAME.BAS
* SPRITES.BAS

## TILERAM

Copies rectangular shape (tile) several times to destination location in RAM in a tiled fashion.
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Format:

TILERAM (integer TA, integer tile\_columns, integer tile\_rows, integer DA, integer dest\_columns, integer dest\_rows, integer x, integer y, integer num\_tiles\_horizontally, integer num\_tiles\_vertically)

Where

TA is memory location where tile data begins

Tile\_columns is the number of 8x8 pixel columns in a tile

Tile\_rows is the number of 8x8 pixel rows in a tile

DA is memory location where destination window begins

Dest\_columns is the number of 8x8 pixel columns in destination

Dest\_rows is the number of 8x8 pixel rows in destination

X is column in destination where to start applying tiles

Y is row in destination where to start applying tiles

Tiles\_horizontally is the number of tiles to apply in horizontal direction

Tiles\_vertically is the number of tiles to apply in vertical direction

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

\_TILERAM(&HB000,1,1,&H100,32,24,0,0,32,24)

Sample code:

* DEMO2.BAS
* FONT2.BAS

## TILEVRM

Copies rectangular shape (tile) several times to destination location in VRAM in a tiled fashion. Function is used exclusively in SCREEN 2.

Format:

TILEVRM (integer TA, integer tile\_columns, integer tile\_rows, integer x, integer y, integer num\_tiles\_horizontally, integer num\_tiles\_vertically)

Where

TA is memory location where tile data begins

Tile\_columns is the number of 8x8 pixel columns in a tile

Tile\_rows is the number of 8x8 pixel rows in a tile

X is column in destination where to start applying tiles

Y is row in destination where to start applying tiles

Tiles\_horizontally is the number of tiles to apply in horizontal direction

Tiles\_vertically is the number of tiles to apply in vertical direction

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

\_TILEVRM(&HB000,1,1,0,0,32,24)

Sample code:

* DEMO2.BAS

## VRMMEM

Copies a memory block from source address in VRAM to destination address in RAM. Can be used for pages 0 and 1.

Format:

VRMMEM (integer source, integer destination, integer count)

Where

source is the memory block location start location in VRAM

destination is the address where to copy in RAM

count is the number to bytes to copy

Prerequisites:

* None

Errors:

* Invalid type if incorrect type passed

Example:

\_VRMMEM (BASE(12), &H100, 6144)

Sample code:

None

# INFORMATIONAL DATA

Following memory locations contain useful data about ARTISAN basic extension

* &H4010 – free memory location start address in memory page 1. This is also returned by [ARTINFO](#_ARTINFO) command
* &H4012 – ARTISAN basic version in DAA format ab.cd. This is also returned by [ARTINFO](#_ARTINFO) command
  + &H4012 = aaaabbbb
  + &H4013 = ccccdddd

ARTISAN basic extension can be compiled with certain parts included or excluded. [ARTINFO](#_ARTINFO) will return flags used during compilation. Meaning of flags is given below:

Bit 0 – sound related commands: [SNDPLYINI](#_SNDPLYINI), [SNDPLYON](#_SNDPLYON), [SNDPLYOFF](#_SNDPLYOFF) and [SNDSFX](#_SNDSFX)

Bit 1 – main memory related commands: [MEMCPY](#_MEMCPY) and [FILRAM](#_FILRAM)

Bit 2 – video memory related commands: [FILVRM](#_FILVRM), [MEMVRM](#_MEMVRM) and [VRMMEM](#_VRMMEM)

Bit 3 – bitmap operations: [BLIT](#_BLIT)

Bit 4 – sprites related commands: [SPRENABLE](#_SPRENABLE), [SPRDISABLE](#_SPRDISABLE) and [SPRGRPMOV](#_SPRGRPMOV)

Bit 5 – generic assembly call: [GENCAL](#_GENCAL)

Bit 6 – tiling commands: [TILERAM](#_SPRSET) and [TILEVRM](#_TILEVRM)

Bit 7 – box commands: [BOXMEMCPY](#_BOXMEMCPY) and [BOXMEMVRM](#_BOXMEMVRM)

Bit 8 – animation commands: [MAXANIMITEMS](#_MAXANIMitems), [ANIMITEMPAT](#_ANIMITEMPAT), [ANIMITEMPTR](#_ANIMITEMPTR), [MAXANIMDEFS](#_MAXANIMDEFS_1), [ANIMDEF](#_ANIMDEF), [MAXANIMSPRS](#_MAXANIMSPRS), [ANIMSPRITE](#_ANIMSPRITE), [ANIMCHAR](#_ANIMCHAR), [MAXAUTOSGAMS](#_MAXAUTOSGAMS), [AUTOSGAMDEF](#_AUTOSGAMDEF), [AUTOSGAMSTART](#_AUTOSGAMSTART), [AUTOSGAMSTOP](#_AUTOSGAMSTOP), [ANIMSTEP](#_ANIMSTEP), [ANIMSTART](#_ANIMSTART), [ANIMSTOP](#_ANIMSTOP) and [SGAM](#_SGAM)

Bit 9 – collision detection: [COLL](#_COLL)

Bit 10 – signifies if basic extension commands are available through CALL or \_ syntax ([ARTINFO](#_ARTINFO) is always available)

Bit 11 – signifies if functionality is available through DEFUSR

Sample code can be found in AUTOEXEC.BAS file

# APPENDIX A – HOW TO ACCESS FUNCTIONS VIA DEFUSR COMMAND

When extension is compiled with access through DEFUSR (compile flags bit 11 = 1) one should prepare an integer array holding function ID followed by parameters, prepare a machine language call to extension, and pass an address of the parameters array in the DEFUSR call.

The assembly code of a routine to access ARTISAN extension from basic is similar to this:

RST #30

DB <SLOT ID>

DW #4014

EI

RET

Where SLOT ID is the value from RAMAD1 (#F342) location and #4014 is the entry point in ARTISAN basic.

In plain basic, one can use an array to hold this routine since it is fully relocatable.

REM JUMP ROUTINE

DIM JR%(2)

REM RST #30, SLOT ID

JR%(0)=&HF7:POKE VARPTR(JR%(0))+1,PEEK(&HF342)

REM ADDRESS

JR%(1)=&H4014

REM EI, RET

JR%(2)=&HC9FB

REM DEFUSR DEFINITION

DEFUSR=VARPTR(JR%(0))

Note that DEFUSR needs to be ran each time, before a call, if definition of JR array is not the last variable defined, since interpreter keeps changing memory locations of variables upon definition or removal.

To make an actual call, for example SPRENABLE, do the following:

REM PARAMETERS ARRAY

DIM ZZ%(4)

ZZ%(0)=0

ZZ%(1)=VARPTR(SA%(0,0))

ZZ%(2)=VARPTR(SU%)

ZZ%(3)=1

ZZ%(4)=32

DEFUSR=VARPTR(JR%(0))

O%=USR(VARPTR(ZZ%(0)))

Parameters are in the same order as if the commands are used. Any exceptions are noted in the command descriptions.

Output value from DEFUSR command holds no meaning and can’t be used as an indication if the executed command was successful.

Following table holds a list of function IDs.

|  |  |
| --- | --- |
| Function ID | Function |
| 0 | SPRENABLE |
| 1 | SPRDISABLE |
| 2 | MEMCPY |
| 3 | MEMVRM |
| 4 | BLIT |
| 5 | SGAM |
| 6 | SPRGRPMOV |
| 7 | COLL |
| 8 | SNDSFX |
| 9 | ANIMSTEP (single item) |
| 10 | ANIMSTEP (multiple items) |
| 11 | ANIMSTART (single item) |
| 12 | ANIMSTART (multiple items) |
| 13 | ANIMSTOP (single item) |
| 14 | ANIMSTOP (multiple items) |
| 15 | BOXMEMCPY |
| 16 | BOXMEMVRM |
| 17 | MAXANIMITEMS |
| 18 | MAXANIMDEFS |
| 19 | MAXANIMSPRS |
| 20 | MAXAUTOSGAMS |
| 21 | ANIMITEMPAT |
| 22 | ANIMITEMPTR |
| 23 | ANIMDEF |
| 24 | ANIMSPRITE |
| 25 | ANIMCHAR |
| 26 | AUTOSGAMDEF |
| 27 | AUTOSGAMSTART |
| 28 | AUTOSGAMSTOP |
| 29 | GENCAL |
| 30 | FILRAM |
| 31 | SNDPLYINI |
| 32 | SNDPLYON |
| 33 | SNDPLYOFF |
| 34 | TILERAM |
| 35 | TILEVRM |
| 36 | FILVRM |
| 37 | VRMMEM |

Sample code can be found in:

* DEMO2USR.ASC
* GAMEUSR.ASC

# APPENDIX B – HOW TO SAFELY LOAD EXTENSION

ARTISAN basic extension should be loaded only once via BLOAD command. Doing it multiple times will lead to unexpected results. The safe way to load can be via ON ERROR and [ARTINFO](#_ARTINFO) commands.

10 REM ARTISAN BASIC LOADER

20 REM CHECK IF ALREADY LOADED

30 F%=0:V%=0:M%=0

40 ON ERROR GOTO 70

50 \_ARTINFO(V%,F%,M%)

60 GOTO 100

70 RESUME 80:ON ERROR GOTO 0

80 BLOAD "ARTISANE.bin",R or BLOAD "ARTISAND.bin",R

90 \_ARTINFO(V%,F%,M%)

100 PRINT "ARTISAN BASIC available"

Sample code can be found in AUTOEXEC.BAS file